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Developing wxWidgets applications with Zinjal and wxFormBuilder

Introduction

This tutorial will show you how to easily create a simple portable C++ application with a Graphical
User Interface (GUI), combining wxWidgets+wxFormBuilder+Zinjal. The example application is a
very basic text editor (similar to notepad), but it's enough to illustrate how this tool chain works, and
how fast you can build GUI apps, “drawing” the interface with your mouse and writing very few lines
of code to connect events.
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Example Application: TinyEditor

I'll assume that you have some knowledge on C++ and object-oriented programming but I won't
request any experience on writing apps with GUISs (in case you have it, it can help a lot).

If you don't want to read the whole explanation and want to go directly to the action, you can install the
tools (Zinjal, wxWidgets, and wxFormBuilder) and read just the key steps (text in blue) ignoring
everything else and try to figure out yourself the integration mechanism. For an experienced
programmer this should be enough.

Now you should start familiarizing with event-driven programs. It means that your program will be
waiting for an event to occur (for instance, clicking on a button, typing in text box, closing a window,
are user actions that generate events), and when the event happens it do something to react to that event
(open a file, show another window, display a message, whatever). wxWidgets will handle what we call
“event-loop”, so, most of the time, the library has the control, and you don't worry about it. The library
handle a lot of events itself and acts in the expected way if you don't want to replace them, but when
something interesting goes on (a particular event you are waiting for), the library will tell you by
calling a function you choose in order to give you the control (actually, this will be a method that will
be attached to the event). There you can do whatever you want with the GUI or anything else you
usually do in a program, and when you're done, you return the control to the library and sit down to
wait for another meaningful event.

Page 2/28



Developing wxWidgets applications with Zinjal and wxFormBuilder

In this tutorial you'll be defining windows and setting events with wxFormBuilder. Here is the
procedure's summary:

1) create a wxFormBuilder project from Zinjal

2) open wxFormBuilder and draw your interface “with your mouse” without writing a single
line of code

3) choose a name for the visual components you will need to refer from the code, choose the
events you want to handle and choose name for the methods associated to those events

4) use Zinjal to derive a class that has the components as attributes and the events as methods
with three clicks

5) write something inside those methods to get your app finally working

The general idea is as follows: you draw some nice window in the designer so the designer can write
for you the code for the class that really generate that window. Then you tell the designer witch events
you need so the designer can write in the window's class virtual methods for them and the
corresponding associations. Finally, you inherit from that class and rewrite those virtual methods. The
inheritance is needed so the designer can regenerate the window class in the future if you change
something without overwriting the methods you already coded. It isn't that hard, is it?

Before you go on, a little request: if you think that some part of this tutorial looks awful, is a mess to
understand, or my English went so down, please write me and I'll try to improve it. I'm also Zinjal's
developer, so if you can imagine some tool or feature that will ease your work with wxFormBuilder
and wxWidgets also let me know.

License information

This document is distributed under Creative Commons Attributions Share Alike (CC-by-SA) license. It
basically means you're free to copy, modify, distribute, or to do whatever you want with this document
as long as you keep my name in credits and you distribute the result with the same or similar license. If
you need an editable version (the original LibreOffice file), just mail me.

You can do anything you want with TinyEditor's source code without asking for permission, it has no
license.
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Part 0: Getting the tools and preparing the environment

In order to create your first wxWidgets application, in this tutorial you are going to use a visual
designer named wxFormBuilder (the one that lets you draw the interface without writing a single line
of code) and an specific IDE named Zinjal (the big editor where you create the project and write your
part of the code). Of course, you'll also need wxWidgets library.

The library: wxWidgets

You can get wxWidgets from several sources. You can always grab sources from
http://www.wxwidgets.org, but there are easier ways. If you are a Windows user just skip this
step, because the needed files will be installed with the IDE. If you are a Linux user, you can
find this library in your distribution's package manager (remember to install dev/devel version),
but you should probably install it yourself form sources. Why? because there are two versions
of the library: unicode and ansi. The difference is in how they handle strings. Let's just say that
unicode should be always better (so most repositories have this one), but ansi is easier for
beginners (you won't need to convert from/to the usual cstrings as with unicode). So, if you
want to build your own ansi library, download the source, extract them somewhere, get into its

folder and from a terminal do: ./ confi gure —enabl e-ansi --disabl e-unicode &&
make && sudo nmake install

We'll use wxWidgets because it is the one I use, and I really like it. There are other alternatives
like QT, fltk, gtk+, and many more. Each one has pros and cons, but after messing around with
some of them I ended writing wxWidgets apps. It's object-oriented, it's fully featured, it's free
and very portable, it's seems to be very efficient, so why not?

The IDE: Zinjal

You can download the IDE from http://zinjai.sourceforge.net. Linux version is just a tgz file.
Extract it somewhere and just run the “zinjai” file in the uncompressed “zinjai” folder.
Windows version is a classic installer where you normally click “next” several times without
reading. But wait, when it asks you what components to install you should select wxWidgets,
that is unselected by default. If you already have it, check you have 20110802 or newer version.

il Clizinjai :ibash
o File Edit WView Scrollback Bookmarks Setfings Help

xzf zinjali-164-20110723.tqgz
zinjail

njai$ ./zinjaill

.|E| zinjai : bash . zaskar : bash
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extracting and running Zinjal from linux terminal
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® Instalacion de Zinjal 20110723 | .

Seleccion de componentes —
Seleccione qué caracteristicas de Finjal 20110723 desea instalar, 67

Margque los componentes que desee instalar v desmargue los componentes que no desee
instalar. Presione Siguiente para continuar.,

Seleccione los componentes a Zirjal DES':_”F"IIDH :
instalar: : ) Archivos necesarios
Registrar Extensiones para ukilizar |a libreria
MirEh wecwidgets, Tamario
wiidgets aproximado: 39 ME !

|:| OpenigL
|:| Fuentes

Espacio requerida: 196.2MEB

< fAtras ” iiguiente}-] [ Cancelar

Installing Zinjal with wxWidgets support in Windows XP

You could use wxWidgets and wxFormBuilder with any other IDE, but you will notice that
Zinjal will do some extra work for you: it will call wxFormBuilder to ask for the window's code
before compiling, it will realize if you changed something there to add the new event-methods
in your child classes, it will set up compiling and linking commands in order to use wxWidgets,
it will provide you quick access to wxFormBuilder and wxWidgets' reference, and some more
random stuff.

The designer: wxFormBuilder

Download and install it from your distribution's package manager, or get it from
http://wxformbuilder.org/. Latest stable version today is 3.1.70. Installation is straight forward,
and if you do it without changing the destination folder, Zinjal will find it automatically. If it
does not, you'll see a warning message. In that case, you can set wxFormBuilder's path from
“Paths 2” tab in “Preferences” dialog (File menu->Preferences).
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Part 1: Creating the project

Lets start with the project. The first thing to do is loading Zinjal. Once you're in create a new project:

0) Launch Zinjal

% <& Zinjal

ChrHOCEr- =3 = dpv he L= =B rﬁ o, :
Mkt BARPHBS T LS DO AP G
Ctrl+Shift+ 2
& Cpen... Chrl+0 i
Recent Fies * | Welcome to Zinjal 20110723 Z%
i@ Recent Projects 4
a QSave Chrl+5
| & save ns... Chrl+Shift+5
1§ save Al ChrHAIEShIF+S brking on a program or exercise quickly without neither creating projects nor
B late and start writting your code.
S &5 Export to HTML... i
£ Print... 0 write a mare complex program you may want to _create a project. Projects can
1 @ reload T ing settings, advance extra options, external tools integration, and more, {
B Close Chrl+w
_ act:
3 Close al Ctriralt+shifthw =
q® CRIT~1thola.con
& s\zaskarEscritoriolborrame.cpp
Preferences... Chrl+P 1
i 32 Exit Ale+F4 s\zaskarprojects'\PdfMerge\PdfMerge.zpr

2R CHIY = T ENZ I L pr
3. CADAOCUME~T\zaskarESCRIT~- WIPROY - WIPEOY-1 7PR

Crear un nueyvo proyecka
LU DU

AL AN

Zinjal's main window

1) Click on “Create New Project” in welcome panel if you see it, or chose “New Project...” item
from “File” menu.

2) In the first step you should choose where to place the project and how to name it. I
recommend you choosing names and a paths without withe-spaces. A new folder with that name
will be created and all projects files will be in that folder. Type “TinyEditor” and click “Next” to
move to next step.

3) In the second step of the wizard you can choose a template for your project. It means default
compiling and linking options, some initial code and source files, etc. Choose “wxFormBuilder
Project” and click “Create”.
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New File = )B)X) f New File
Project Mame: -
] [TinyEditor| [ L From Template
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o 2 "L; = Praject Path: bt 2 !';'t e <include one file with main funcion=
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d '.;_ ';' v O other e T fi
= . e — - =
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- F - T ———
g ¢ = []save as defaulk kemplate
: :
lx Cancel ] l* Mext I ’* Backl [J Create l
[
creating a wxFormBuilder project from Zinjal

If you see some question about old versions and new versions of wxFormBuilder projects just say yes.

It means that the template was made with a version of wxFormBuilder that is older than the one you
have now. Saying yes, wxFormBuilder will update the project file to the current version.

Now you see a txt file with some description and tips about the project. Just close it, you'll find all that
information in this tutorial.

In the left panel, you'll see a tree with three main items: “Sources”, “Headers”, and “Other Files”. The
first one contains the files that will be compiled. The second one header files, useful for the auto-

completion system, and the third one contains among others the wxFormBuilder file, called
“Ventanas.fbp”. Double clicking this file will launch wxFormBuilder, but don't do it yet.
The sources and headers contains the following files:

Application.cpp/.h: a method from this class will be your main, I'll explain later.
Ventanas.cpp/.h: code generated automatically by wxFormBuilder.

VentanaPrincipal.cpp/.h: a sample window with some events already programmed.
Descripcion.txt: a readme file that you can safely delete.

manifest.xml: a file for windows platform that make your controls looks nicer (it asks the
system to apply the theme in common controls).

Try to run this example project by hitting F9 and see what happens. There's an example window with a
simple message and a close button.
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= % Zinjal - TinyEditor
File Edit Wiew Run Debug Tools Help

D%Q@I nu%&l»@@i@a Gl e S

BPBXDD '

= Praject Tree @Descrlpclon kxt ¢
B W Sources
..... Application, cpp 1 Este ejemplo utiliza la herramienta visual wxFormBuilder (wxFE) para ans
----- venkanaPrincipal. cpp GMdibujar”
..... Venkanas.cpp Z las interfases. 3e incluye un proyecto wxFE ¥ una ventana & modo de a -
T Headers Gejemplo.
..... Application. b 3 Hay dos formas de utilizar wxFEBE: mediante archivos de recursos xrc o a—
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=& Cther Files 5
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LE=stas I
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BT Full Qutput

CUCDU. 21

wxFormBuilder project running

Page 8/28



Developing wxWidgets applications with Zinjal and wxFormBuilder

Part 2: Drawing the interface

In this part, you'll work with the designer:

1) Double click on Ventanas.fbp in Other Files will open the designer. There, you'll see a screen

like this one:

| ™8 yentanas - wxFormBuilder v3.1
Al Fle Edit Yiew Tools Help

O@E ¢ @ «WAOX & & & & =8 A

Object Tree Component Paletie

Gy, wxFormsBuilder @ Project

e
El@ Frame : Frame
E}g bSizer1 @ wxBoxSizer

- abe pn_skabicTesxtl ¢ sl

_/ @ Common = ]
e BB (5D EEHER

EEE @ @

m_bukkoni : weEutt

§[El Designer ” L o+ H Lk Python H <» | HRC ]

|

£ 1]

— 4= mm

Object Properties

Properties | Events

E Project
name
path
file
relative_path
First_id
code_generation
internationalize
El C++ Properties
use_enum
use_microsoft_bom
precompiled_header
class_decaoration
encoding
Namespace
event_generation

|

wixFormsBuilder

‘Wentanas

-
1000 =
CH+ I
O

m | |
|

i

UTF-&

conneck b

Project Loaded!

wxFormBuilder's main window

Ci\Documents and Settingstzaskariprojectst TinyEditoriYentanas Mame: wxFormsBuilder | Class: Project

The window have five main areas: a toolbar on the top, the Object Tree on the left, the Object
Properties panel on the right, the Editor space in the center and the Component Palette just above it. To
create your windows you must choose components from the palette (starting with a frame or a dialog),
and then define its properties. The components will show up in the Editor area and you'll see the
components hierarchy (wich one has wich other one inside) in the Object Tree. By selecting one of the
tree's items you'll see the associated properties in the Object Properties panel. There are have two tabs:
the first one to control appearance, basic behavior, name, and other stuff, the second to choose wich

events are interesting for your application.

There is some policy about how components are arranged inside a window that you should know:
unlike other designers, components won't have an absolute fixed position and size. Instead, you must
use sizers. Sizers are some kind of invisible components whose task is to arrange other components.
For instance, you have one sizer to arrange components one next to the other horizontally, or one below
the other vertically. So you add components to the sizer and you tell it how to treat them, so the sizer
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will calculate for you minimal and optimal sizes for every system. This way, you won't worry about the
differences between platforms (operative systems) for a single component, or the different themes in a
platform, the sizer will do for you. For instance, you say to the sizer: draw these three components one
next to the other, expand the first one horizontally, set the second to its minimal size, and expand the
third one in both directions to complete the windows size, and the sizer will try to do it in a clever way.
If you resize the window, the sizer will automatically recalculate each child component's size. So, when
you create a window (frame or dialog), the first component inside it will be a sizer (even if the window
contains just one other component).

Let's start with main window. Main window will have a menu bar and a text component that will fill the
whole window area. Menu bars, like status bars are some exceptions that should go directly as
window's childs, without the need of a sizer. But text control will be inside a sizer that will be
responsible of keeping it as big as possible when the window shows up or changes its size:

1) The example project already has a window named “VentanaPrincipal”. Select it in the Object
Tree and hit Ctrl+D (or use tree's contextual menu with right click) to delete it and start with an
empty project.

!

|’ "" Ventanas - wxFormBuilder v3.1

S File Edit wiew Tools Help

ml=l= s B0 X| & % &
Object Tree
=D Common - additionaly . | WContainers,, W T enuiToolbar, LS Layauty o |

e, =
Cirbe  OmEEEY @ @ ¢
ChriH+-C Object Properties

Properties | Events

Delete

E Frame
Este es un ejemplo de integracion entre wixFormsEo
Maowve Up AltHp Zinjal nare
Mowe Down Ale+Dawn Litle
Maowve Left Alk+Left style
Mawve Right Alb+Right exkra_style

Move into a new wexBoxSizer center
wre_skip_sizer
Menu Edtor... event_handler
wxWindow
id

pos

|

size
minimum_size

maxirmurm_size

HEHBBBBEA

fonk
fg

2) Create a new wxFrame clicking the first button from the “Forms” tab in Component Palette.
An empty window will show up in the Editor area. Set its title in Object Properties panel to
“Tiny Editor”.

3) Go to “Layout” tab in Component Palette and choose the first item. It's the simplest sizer
(wxBoxSizer). It can arrange component horizontally or vertically. There are more complex
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ones but you can build almost any configuration just by combining wxBoxSizers (a sizer can be

inside other sizer). You won't see any change in the window, but you can see the

Object Tree.

*8 e ntanas - wxFormBuilder v3.1

] File Edit Wiew Tools Help
—— 7 1
e
Object Tree

wxFormsBuilder : Project

E| EMyFrameZ Frame

sizer in the

& BHOXR &

Component Paletie
= Gonmony w-pAddiionaly ) | (Gontainersy WFTRMenuTookbay B Lavout |/ L Fomisy
EesHOBEE «

g bSizerz : wxBoxSizer Object Properties

Properties | Events

TinyEdtor
E Frame

narne MyFrame2
TinyEdtor]
B style wixDEFAULT_FRAME_STYLE
[H extra_style
wxBOTH

impl_wirtual

center
wre_skip_sizer
event_handler

4) Now add the main component to the sizer: the text control Use the fourth button
(wxTextCtrl) in the “Common” tab in the palette. You'll see a little text box in the top-left
corner of the window. To tell the sizer you want to expand it in both directions you can use the
Expand (Alt+W) and Stretch (Alt+S) buttons from toolbar. You can see that those buttons
change the “proportion” field and the “wxEXPAND” flag in the property panel.

5) The text control is now in place and with full size. To enable multiline text (default text
control shows a single line), you must find “style” item in Properties and check
waE _MULTILINE”.

i '."\fentanas wxFormBuilder v3.1

$EHOXR & B s

Component Palette
=0 Common |- Ladditionaly | WContainersy wFTenyiToolbany LS lavouty L fomsy

e b 10 D EE Y & @ 0— @

Object Properties

ile  Edit  Wiew Tools Help
= 1-1K)
Object Tree
£ ., wixFormsEuilder : Project
= E MyFramez : Frame
= g bSizerz : wxBoxSizer
m_textCtrll : waTextd

Skretch (alk+3)

Properties | Events
wxTE_CENTRE
wixTE_CHARMWRAP
wixTE_DONTWRAP
wixTE_LEFT
wixTE_MULTILIMNE
wxTE_MOHIDESEL
wixTE_MO_YSCROLL
wixTE_PASSWORD
wixTE_PROCESS_ENTER [

TinyEdtor

I o

6) Now go to “Menu/Toolbar” tab in palette and click wxMenuBar button (the second one).
This will add an empty menu bar on the window. With the third button (wxMenu) you can add
the actual Menus. Click it one time to add the first menu and set its “label” property to “File”.

7) Now you have and empty menu that should contain “New”, “Load...”, “Save...”, and “Exit”
items inside. Select it in the Object Tree and use the fifth button from “Menu/Toolbar” tab in
Components Palette (wxMenultem) to add those items. Again, use “label” property to set their
text. You can click the sixth element from the palette before inserting the last menu item to add
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a little separator between New/Load/Save items and exit one.

" *Ventanas - wxFormBuilder v3.1
4l File Edit View Tools Help

C@E 60 EEO0X & & & & =0l x4

Object Tree Component Paletie

(HfEuilder : Project

i

rame2:Frame - F EL _E |=.l |_| e

l| bSizerz : wxBoxSizer

Object Properties

Properties | Events -

3] m_kexbChell @ weTextCrl

TinyEdtor

L m_menubarl : wxMenuBar

y B wrMenultem
Elk. m_menul :wxMeny i name m_rnenulkemns

--":" m_menulternl @ wxMenultem Exit E]

- "::; m_menultem? ; wxMenultem shortout

- "::; m_rmenultem3 @ wxMenultem help

i i id wID_ANY

-y m_separatorl @ separator bitmap ; Load From File

- H‘; m_menultem4 : wxMenultem unchecked_bitmap 3 Load From File
checked O
enabled [l

Now the main window is complete. At least visually. Lets give it some life.
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Part 3: Dealing with controls and events

To use the window you created in the designer from the IDE you need to follow two more steps: define
names for the components you need to reference in the code, and define names for the methods that
will be associated with events in the final class. You can type the name for a control in the first entry of
Object Properties panel. For a window (frame, dialog, or anything from Forms tab in Component
Palette), the name is the name of the class that wxFormBuilder will generate for you. For another
component, this name will be the name of a pointer attribute in the class and you can use it later to do
things with the component (get/set its value, change its properties, show/hide, anything). As this is a
variable or class name, it cannot contains spaces, operators nor any other forbidden character. In this
example you'll need to reference two components: the whole window and the text control:

1) Select the frame in the Object Tree an set the name “bMainWindow” in its properties. Since
you'll make a new class derived from this one later, you need to think two names for the
window, one for the base class, (that's why there is a preceding b), and one for the child class,
that will be cMainWindow. Here you enter the base class name.

"'- *Yentanas - wxFormBuilder, ¥3.1
4 File Edit WYew Tools Help

@l 60 XEOX & (EE& S

Object Tree Component Palette
HBuilder : Project [ Commany T bddtionaly o | (Conkainets T Menu/Toolbar | S Layaut ~|Faims
ramez : Frame == =
o | BEE 8K L o5 oo
m_text : waTextCtrl ~
" Properties | Events hd
ol m_menubarl @ wxMenuBar TinyEdtor
’ Fil B wxTextCirl -~
. ile =
Bl et wtny ER o ™
":'f, m_menulteml : wxMenultem = style wxTE_MULTILINE
F. m_menultem? : wxMenultem wrHICROLL O
H, m_renultem3 : wxMenultem #HTE_AUTO_LRL g W
wxTE_CAPITALIZE O
| |. m_separatorl : separator wTE CENTRE D
H, m_renultem4 : wMenultem waE:CHARWRAP O
wiTE_DONTWRAP O

2) Select the text control in the tree an set the name “m_text” in properties. There are many
conventions about how to choose names. Most of wxWidgets examples use m_ prefix for
attributes. Also uncheck “wxALL” option in “flags” item (the last one) from Object Properties.

Now you have to choose wich events you want to control and define names for their associated
methods. When you select an item in the Object Tree or in Editor area and go to “Events” tab in Object
Properties panel you can see the available events for that kind of item, and you can define names for
the corresponding methods (empty names are methods you won't care about):

3) Select “New”, “Load...”, “Save...” and “Exit” menu items and set their “OnMenuSelection”
event to “OnNew”, “OnLoad”, “OnSave” and “OnExit” respectively. Again, it's a common
convention in wxWidgets programs to start events names with On prefix.
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*Ventanas - wxFormBuilder v3.1

File Edit Wiew Tools Help

C&E ¢ 0 BEO0X &

Dbject Tree Component Palette

Buider : Project Az Gommeny JfF-uAdditionaly o | WSontainers [T Menu/Toolbar (S layouty [ WFormsy
rameZ : Frame — E, EE '=',|, L | oEg &, OB

] - N
p boerz s wEersizer Eator JobiectProperties

m_text v TexkChel

E . Properties | Events -
m_rnenubarl @ wxMenuBar TinyEdtor

B wxMenultem
E m_rnenul @ wxMenu File: 0 S i
. T H OnfMenuSelection DnSave|

"::, m_menultem] : wxMenulktem Onpdatel]

":':, m_menultemz : wxMenultem
":',l, m_menultem3 : wkMenultem

. m_separatorl : separator

i g

. m_menultemd : wxMenultem

4) Finally, save the project (hit Ctrl+S or click on the save button in toolbar) and close
wxFormBuilder.

When you go back to Zinjal it will automatically detect that there is some change and it will ask
wxFormBuilder to regenerate the code.

v o -
application.h 3 Hay dos formas de utilizar wxFE: mediante archivos de recursos ®roc o a— q
YentanaPrincipal b Gumediante
Vertanas.h 4 la generacion de codigo.

=-BF Other Files 5
Descripion, kxt <] Este ejemplo utiliza el metodo de generacion de codigo. Los 2 i
manif sk, xml . . .
| i) Ventanas.fbp 7 Regenerating wxFormBuilder project... aente mediante wxFE. a
ll .
=] archivos definen clases correspondientes a las wventanas del | .
Lrroyecto., Estas
9 clases crean ¥ acomodan todos los controles, vy definen metodos A
Gwvirtuales para
(_ | l 10 cada uno de los eventos. El usuario no deberia editar estos HZI
Crrnniler Onknnk A%
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Part 4: Writing some code

Now you have the window's base class written by wxFormBuilder in files Ventanas.h and
Ventanas.cpp. By creating a bMainWindow object you create a new window just like the one you have
drawn in parts 2 and 3. Files VentanaPrincipal.cpp and VentanaPrincipal.h where related to the example
window you deleted at the beginning of part 2. So you should delete this old code:

1) Select VentanaPrincipal.cpp in Project Tree and hit Delete key or choose “Detach from
project” in its contextual menu. You can also safely delete it from disk by selecting the
checkbox in confirmation window. When it asks for the second file (VentanaPrincipal.h) you
should also say yes.

JC T T ——— M=1E3

File Edit W%iew FRun Debug Tools Help

O3[R bw%d’l*l@@#»«‘ﬁé-é%rﬁabmﬁ}@;

L& Pro]ect s B Descripcion, bxt @ ¥Yentanas.h ¥
= &7 sources
Application.cpp z9 AL LSS TS
VentanaPrincipal. cpp 30 class hMainWindow : public wxFrame
Ventanas.cpp 31 &9
=B Headers 3z private:
Application.h 33
M | " 34 protected:
Ventans Show Fle_ 35 uxTextCirlh m text:
B Other Files Rename File. . 36 wxMenuBar* m _menubarl;
% Descripy Detach From Project... 37 wxMenu* m menul i
manifes -
3=]
Maowve To Sources . . . |
h i A8 Virtual event handlers, overide them in vour d
Move To Others 40 rirtual wvoid OnMNew{ wxCommmandEventk event ) { eve
©pen containing Folder. .. 41 rirtual woid OCnload{ wxCommandEventk& event ) { ewv
Properties 4z rirtual wvoid OnSave{ wxCommandEventk event ) { ewv
43 virtual wvoid OnExic{ wxComnandEvent& event ) { ev
Add Multiple Files. . 44
) 45
Shows Full relative paths a6 public: 2
Find. .. am
1 >
. Compller Cutpuk B x

left Slde removing old files from project, right side: recently generated bMainWindow class

You can explore Ventanas.h and Ventanas.cpp to see the code. You'll also see some methods for the
events. You should not modify those files, because if you do so, when you regenerate wxFormBuilder
project (you'll need to do it if you want to add something to the GUI) you will loose those changes. So,
to avoid this problem, you can create a derived class from bMainWindow in a separated file. Actually,
Zinjal can create this class for you:

2) Go to “Tools” menu, select “GUI Designer” submenu and finally pick “Generate Inherited
Class...” item. You'll see a little dialog where you can choose the base class among
wxFormBuilder generated ones and a text field where you can enter the new derived class
name. Enter cMainWindow and click “Ok”.
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= ¥ Zinjal - TinyEditor

EEX

Fil= Edit View Run Debug BEREN Help

EDQQ@E'&DHWFIDWCM&... Pﬁ@%%%@%&b.ﬂ@@

ol Project Tree

.ﬁ% Draw Class Hisrarchy. ..

=] @ Sources Corments ] sh i
Applicatian. cpp (&) Generate Makefile, ., AL LSS
%VentanaPrincipal.cpp B open Termingl. .. v @ public wxFrame
Wentanas,cpp

Executable File Properties. ..

=B Headers
Application.h 1k Project Statistics. ..
\-'entanaPancipaI.h %2 Project's Graph. .
Wentanas, .
- &/ share Sources In Local Network p FL* m text:
=B Other Files .
’ " r& m mwenubarl;
Drescriprion.txt & Compare Files (diff) b pemd §
*| manifest.xml @ Gererate Documentation (doxygen) L
[ Ventanas. fop & Wl Designer {wxFormBuilder) 13 v Activate Integration . Liir derived ol
@ Execution Profiling (gprof) » v Regenerate and Update Automatically event.Skip()
. Custom Toaks p| # add wxFB Project... { event.Skip(
T LRSI LES 4 Regenerate Al wxFE Projects shift+Alk+F3 { event.3kip(
zi : o' § Generate Inherited Class { =vent.3kip(
45 E % Update Inherited Class. ..
46 public:
- i‘_) weiidgets Reference, ., b
< | @ wxFE Help, .. b
Compiler Cutout Bx

Now you'll see two new files in the project. The cpp one will have some empty methods (the one you
defined for events). There is where you must write your code. In order to interact with the library, you
should familiarize with its classes, functions and methods. You can open wxWidget's reference from
Zinjal by clicking on item “wxWidgets Reference...” from “GUI Designer” submenu from “Tools”
menu (in Windows version it will open help without problem, in Linux or Mac versions you have to
download and extract HTML Docs from http:/www.wxwidgets.org/downloads/).

ElwxWidgets 2.8.10: A portable C++ and Python GUI toolkit - Mozilla Eirefox

Firefox~

@

| ) wxwidgets 2.8.10: A portabl... % | € |

Co
¥ m

||_| file:/fimnt/ex/Referencias/wx/wx_contents.html > @ % |-'—]V zinjai

wxWidgets 2.8.10: A portable C++ and Python GUI toolkit

Julian Smart, Robert Roebling, Vadim Zeitlin, Robin Dunn, et al
February, 2009

Contents

Copyright notice
Introduction

Multi-platform development with wxWidgets

Utilities and libraries supplied with wxWidgets

Programming strategies

Libraries list

Alphabetical class reference

wxWidget's html reference index
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Lets analyze the different methods:

T T AR EER PGS D EXE S DPEADSD

WEIEERIES Bx E] Descripcion, bxt f_:jj Ventanas.h E*cMainWindow.cpp* » @ cMainindaw b L
=B sources -
q application.cpp finclude "cMainWindow.h" -~
% cMaintwindow. cpp
% WentanaPrincipal.cpp EcHainIﬂindom: icMainindow{ wxWindow *parent) : bMainWindow{parent) {
] ventanas.cpp 3
- B Headers
@ Application.h Hwvoid cMainWindow: :OnNew{ wxCommandEvent& event ) {
% chaindwindow b event.Skip():
% WentanaPrincipal b 3
|} Wentanas.h L !
=& other Files

Evoid cMainWindow: : OnLoad{ wxCommandEventk event ) i{

9 Descripcion. Ext event.Skip() ;

[-* manifest,xml

i, Wentanas.fbp }

"

E|void cHainWindow: : Onlave{ wxComwandEventk ewvent ) i
event.3kip{)

b

Evoid cMainWindow: :CnExit{ wxCommandEventk ewvent ) i
event.3kip()
H

"

P T RN & RO R | PAPTIR ¢ SRR A 2L S

Crmniler Cniknnk [ml4

OnNew: this one should erase all content from the text control (remember that you can access the text
control with the m_text pointer inherited from class bMainWindow). To achieve that you can use Clear
method from wxTextCtrl.

3) Write the following code inside cMainWindow::OnNew method in cMainWindow.cpp,
replacing “event.Skip();”:
m text->C ear();

OnLoad: this one should let user pick a file and load its content to text control. You can use LoadFile
method from wxTextCtrl class to load the content of a file to the text control, but you need some dialog
to let the user enter the file's path. For most common dialogs (open, save, find, print, color picker, font
picker) wxWidgets have some special classes. You can use wxFileDialog in this event. The class
represents a classic Open/Save file dialog and have a ShowModal() method to actually run the dialog
and a GetPath() method to retrieve the path the user selects.
4) Write the following code inside cMainWindow::OnNew method in cMainWindow.cpp;
wxFi | eDi al og dialog(this, T("Choose a text file"), T(""),_T(""),
_T("Text files|*.txt|Al files|*"),wFD _OPEN);
i f (dial og. Showvbdal () ==wxl D_CK)
m t ext - >LoadFi | e(di al og. Get Pat h());

wxFileDialog's constructor takes the parent window, a text message, the default folder, the default
filename, the filename wildcard (for filtering files, by extension mainly), and same flags to control
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details about the dialog. If you installed ansi wxWidgets version you can't write text literals without
surrounding them with _T macro. Dialogs are usually shown with ShowModal() method, while Frames
are usually shown with Show() method. The first one will pause the calling event until the dialog is
closed (and main window won't be able to receive any other event until then). The second one will
show the dialog and continue with the event, keeping both windows enabled and receiving events at the
same time. In addition, ShowModal can return a number indicating the success or cancellation of the
dialog action. wxFileDialog is defined in <wx/filedlg.h> header. You need to add an include, but Zinjal
can do it for you.

5) Move the text cursor to wxFileDialog word and hit Ctrl+H.

L}

[]vnid cMainWindow: : OnLoad{ wxCommandEventk ewvent } {

wxFileDbialog dialog{this, T{"Choose =& text L£ile"), T{""}, T{""
_Tirr.oxe™y ,wxFD OFPEN) ;

if {(dialog.3howModal()) I
m rtext->LoadFile{dialog.GecPath{});

a0

}

-

[]vnid cMainWindow: : OnSave{ wiConmandEventk event ) {
wxFileDialoyg dialog{this, T{"Choose a text file"), T{""},
| hdded header: <wx/filedlg.h> fFD_OVERVRITE_PROMPT) ;
if (dialog.Showlodal() )
m text-FI3aveFile{dialog.GecPath{}};

h

-

[Flwoid eMainWindow: :OnExiti wxCommandEvent& ewvent ) {
methods code and automatic #include insertion

OnSave: this one should let user pick a file name and save the text control content to that file. You'll do
it very similar to OnLoad:
6) Write the following code inside cMainWindow::OnSave method in cMainWindow.cpp;
wxFi | eDi al og di al og(this, _T("Choose a text file"), _T(""), _T(""),
_T("Text files|*. txt|AIl files|*"),
WxFD_SAVE| wxFD_OVERWRI TE_PROVPT) ;
i f (dial og.Showivbdal ()==wxl D_OK)
m t ext - >SaveFi | e(di al og. Get Pat h() ) ;

OnExit: this one should end the application. There are two ways: call wxExit function (declared in
wx/app.h), or close the main window.

7) Write the following code inside cMainWindow::OnExit method in cMainWindow.cpp;
G ose();
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Now you have a very functional window, but if you still can't test your app. There is one more thing to
do. At this time, you may be wondering about C/C++ main function. If you look carefully there's no
main function in your project. So, how does it works? The fact is that main function is inside the library
and you cant touch it. This function will initialize the library and create a wxApp object. That's why
you have Application.cpp and Application.h. Your main function is now OnlInit method from
Application. That is the point where you take control of your app when it is loaded. There you should
load and display the main window, and then wait for events. To load the main window you can just
create an instance of cMainWindow (the derived class). Doing that you load it to memory but its not
visible yet. You should use Show method to actually display the window. So, summing up:

8) Go to to Application.cpp and replace VentanaPrincipal by cMainWindow in the include line
and in the new line just before the return. You can also safely delete the lines starting with
wxImage if your program wont need to load file with those image formats.

Undo Application.cpp

f#include "Application.h"
Hinclude "cMainWindow.h"™
F finclude <wx/image.hs>

[]bnnl mxipplication: tOnInit{) {
new cHMainWindow{MNULL} :
return true;

¥

9) Go to cMainWindow constructor and add a call to Show() inside it.

You'll notice there's no delete for the new in Application::Onlnit. wxWidgets controls all the
dynamically created windows and components. If you want to delete a window, you just call its
Destroy method. This will safely delete the window and all its components after processing all its
remaining events. This eliminate the need to keep a pointer to every window and allow of self-
destruction.

Now you can run the app hitting F9 key.
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recently born TinyEditor running from Zinjal and try to save its first text file.
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Part 5: Little improvements

At this point you should be running your first TinyEditor's beta version, and you should have learned
some basic skills that will let you integrate wxWidgets GUIs in your applications. You can stop the
tutorial right now and start working on your own projects, but, for completeness, you can tweak a few
details without much work to improve TinyEditor a little more and get some extra tips.

Adding an About dialog

Lets see how to modify the existing GUI. Assume you want to add an about dialog to the app. You need
to modify main window to add a menu item for it, and you need to create a new window (a wxDialog
this time) with the information you want to display. The first step is going to wxFormBuilder and
adding those component's:

1) Double click Ventanas.fbp in Zinjal's project's tree. It will open wxFormBuilder again

2) Select the menu bar in the tree and add a new wxMenu with the palette. Set its label to
“Help”.

3) Add a new wxMenultem from palette to Help menu, set its label to “About...’
“OnMenuSelection” event to “OnAbout”.

4) Create a new Dialog, clicking the third button (wxDialog) in “Forms” tab from palette. Set its
title to “About” and its name to bAboutWindow, and its “bg” property (background colour) to
“ButtonFace” (same color as buttons).

5) Add a wxBoxSizer to bAboutWindow, a spacer (last button in Layout tab), a wxStaticText
(the third from “Common” tab in palette), and another spacer to the sizer. The spacers will
consume the extra space in the window centering vertically the text. To center it horizontally,
use the Align button in toolbar (Shift+Alt+H).

5

and it's

™™ ventanas - wxFormBuilder v3.1

| Filz  Edit Miew Todls Help
CEE 6 > KEO0X & B&S
EompunantPale

Dbject Tree
() wxFormsBuilder @ Project =0 Common |- Additionaly y | WContainersy W FETbenutoolbany B llavouty L LFomsy hd
= EbMeinWindow:Frame be & =8 & @ — @D <

bSizerz 1 wxBoxSi
3 B o o o Toectpropenies

m_text : wxTextCerl
Properties | Events

B wrStaticText -~
name m_skaticText2
B style wxALIGN_CENTRE
wiALIGH_CENTRE

=T .
EE= m_menubarl : wxMenuBar

=] E‘g m_menul : wxMenu

":"k: m_menultem] @ wxMenultem wWidgets+wxFormBuilder+Zinjal inkegration example

Tiny Editor by Pablo Novara, Copyleft 2011

":"h; m_menultem? : wxMenultem

H‘; m_menulkems3  wxMenultem HALLGH_LEFT D
wxhLIGN_RIGHT O =
] | m_separatorl @ separator wxST_NO_AUTORESIZE D
":",‘; m_menultemd : wixkenultem label wxWidgets+wxFormBuilder+2
£

wrap -1
B wawindow

= E m_menud ; wxMenu

":\3 m_rnenultems : wxMenultem

id wxID_ANY
= - - - baboutWindow : Dialog !
pos 1 -1
= E bSizerz : wxBoxSizer =
|+ :spacer

Ay o
minimunn_size -1;-1
-1

abe  mi_staticTextZ : wxStaticText maximum_size

[+ : spacer

wrALIGN_CENTRE

Page 21/28



Developing wxWidgets applications with Zinjal and wxFormBuilder

6) Use properties panel to set following label (text):
wxWidgets+wxFormBuilder+Zinjal integration example
Tiny Editor by Pablo Novara. Copyleft 2011

8) Add a new sizer to the already existing sizer by clicking again the wxBoxSizer button in
Component Palette, and unset its Stretch and Expand properties by hitting Alt+S and Alt+W, or
with toolbar items.

9) Add two buttons to this last sizer: the first one with label “Open Website” and the second one
with label “Close”. Also set OnClick event for both buttons writing “OnGotoWebsite” for the
first one in Event tab in Object Properties panel, and “OnClose” for the second one.

10) You can see both buttons arranged vertically (one over the other). To arrange them
horizontally (one next to the other in a single row) select the last sizer and change its “orient”
property to “wxHorizontal”.

"8 wantanas - wxFormBuilder v3.1
[ File Edit View Tools Help

— ] . — — & - 1
@@ 0 XE0X| B I ) o i
] weFormsBuilder : Project A ycommany - additionaly oy | (Containets: T Menu/Toolbar | B layauty | farmsy -
= ﬁbMainWindow:Frame Ea EE '=,y|, L | o=s t;, o T
m_menubarl : wxMenuBar
Properties | Events -
mn_statusBarl : wxstatusBar About E
— ) ) B wxButton ~
{2 o bAboutiwindow : Dislag wecidgets+weFormBuilder+Zinjal inkegration example CnButtonClick. OnClose
= g bSizer? : wxBoxSizer Tiny Editor by Pablo Movara, Copyleft 2011 B wxWindow
=+ : spacer B waxKeyEvent ==
Go To WebSit l
sbe rn_skakicText2 @ weeSkaticTesxk [ HbR |e] [ 056, ]‘ Onihar
OnkeyDown
[+ : spacer

Cnkeylp

B wxMouseEvent
CnEnteriyindow
OnLeavetindow

= g bSizer3 : wixBoxSizer
m_buttont ¢ wecButkon
m_button2 : wxButton

11) Save the project and close wxFormBuilder.

You'll see that Zinjal will automatically add the new method to cMainWindow class. There you should
write the code to display About window, but first you must create cAboutWindow class.
12) Go to “Tools” menu, select “GUI Designer” submenu and finally pick “Generate Inherited
Class...” item. Select “bAboutWindow” as base class and enter “cMainWindow” in the inherited
class name. Then click “Ok”.
13) Write C ose() ; in OnClose method from cAboutWindow, and write:

wxLaunchDef aul t Browser ("http://zinjai.sf.net/tinyeditor.htm");
in OnOpenWebsite method from cAboutWindow. You'll need to add an #i ncl ude
<wx/ ut i I s. h> line for this function, placing text cursor on it and hitting Ctrl+H.
17) Finally, to actually show the window when the user clicks on the menu item, write
cAbout W ndow( t hi s) . Showivbdal (); in OnAbout method from cMainWindow, and add
the #i ncl ude “cAbout W ndow. h” line for this class by placing text cursor on the word
“cAboutWindow™ hitting Ctrl+H again.
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Al =T ey oy B W S gy B CE G VW R ONE = TE (SN WA R W
ijFCt S Bx &jcnhoutWindow.cpp* » ¥
=B Sources

i~ application, cpp #iinclude "ciboutWindow. h" -

gz cAboutMindow.cpp #include <wx/utils.hs

{Z‘r chainwindow,cpp

Q Ventanas.cpp ciboutWindow: :ciboutWindow{ wxWindow #*parent) : bliboutWindow{parent) {
-7 Headers }

,'3‘ Application.h
I{@i caboutwindow. b
,{2_04 cMaintindow. b
i Yentanas.h
=& other Files
I",__"‘ Descripcion. bt
|* manifest, xml
i,/ venkanas.fbp

woid chboutWindow: :OnGotoWebSite{ wxComnandEventk ewvent ) {
wxLaunchbefaultBrowser{ "http://zinjai.sourceforge. net/cinyeditor ™)

¥

volid clboutWindow: :OnClose{ wxCommandEvent& ewvent ) {
Close():
}

=1 [

< ?

a cMainiindow,.cpp™® X
_ s

Evoid cMainWindow: : Ondbout{ wxCommandEventhk event ) {
cihoutWindow{this) . ShowModall) :

L1l

H

Notice that modal dialogs are usually created as static objects. If you create it as a dynamic object (with
new operator) you must call Destroy somewhere (a good place is OnClose event). Destroy method
replaces delete operator (actually, you shouldn't use delete operator for wxWidgets components, always
Destroy instead), with the advantage that an object can safely delete itself with it.

Remembering opened file name and updating window's caption

If you want an editor that remembers the file name when you load a file and set it as default to save
dialog when you go to save, you can add an attribute to cMainWindow to store it. This should be a
wxString for convenience. All the strings that go in/out from/to wxWidget's functions/methods are
wxString instances. This class shares properties from strings and streams, and if you have ansi version
they can be easily created from cstring with a specific constructor that takes the cstring as its only
argument, or with = operator, and can be easily converted to cstring with c_str() method.

So, to remember file name you need to add the attribute (for instance m_filename), and to modify
OnNew, OnLoad and OnSave methods. Also, having the file name, it's a good idea to show it in the
titlebar, and you can do it with SetTitle method.

1) Go to cMainWindow class definition in cMainWindow.h and add a private attribute:
wxString mfil enane;

2) Go to OnNew method from cMainWindow and modify it to reset file name:
mtext->Clear(); mfilenane.dear();
SetTitle(_T("Tiny Editor"));

3) Go to OnLoad method from cMainWindow and modify it to remember file name:
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wxFi | eDi al og di al og(this,_T("Choose a text file"), _T(""),_T(""),
_T("Text files|*.txt|AIl files|*"),wFD_OPEN);
i f (dial og. Showwbdal () ==wx| D_OK) {
m fi | enane=di al og. Get Pat h() ;
m t ext - >LoadFi l e(m fil enane);
SetTitle(wString(_T("Tiny Editor - "))<<
wxFi | eName(m fil enane). Get Ful | Nane());
}

You should add an #i ncl ude <wx/ fi | enane. h> line, but again you can do it with Ctrl+H.

wxFileName is a class that handles file paths and here it is used to split the filename from the
whole path (for instance, extract “sample.txt” from “C:\users\zaskar\Documents\sample.txt”).

M Tiny Editor, - sample.ixt

File Help e

Laak at|the titls bar!

4) Go to OnSave method and modify it to use the remembered file name and remember the new
one if user accepts the dialog:
wxFi | eDi al og di al og(this, T("Choose a text file"), _T(""),
mfilenanme, _T("Text files|*.txt|AIl files|*"),
wxFD_SAVE| wxFD_OVERWRI TE_PROVPT) ;
i f (dialog.Showivbdal ()==wxlD _OK) {
m fi | enane=di al og. Get Pat h() ;
m t ext - >SaveFi |l e(m fil enane);
SetTitle(wxString(_T("Tiny Editor - "))<<
wxFi | eName(m fil enane) . Get Ful | Nane());

Note that you can add any method or attribute you need to derived classes without interfering with the
designer.

Avoiding unintentional data loss

It is a good practice to request user confirmation before loosing any data. This application, as almost
any editor, should warn the user before creating or opening a new file if previous one have unsaved
changes. You can use GetModified method from wxTextCtrl class to ask the control if there was any
change. You could use SetModified method to reset its status but it wont be necessary because Clear,
LoadFile and SaveFile methods already do it. To display the confirmation message you can use
wxMessageDialog function, that creates and run as modal a wxMessageWindow.
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1) Add the following code at the beginning of OnNew and OnLoad methods:
if (mtext->Ishdified()) {
if ( wxMessageBox(_T("The text has been nodified.\n"
"Do you want to discard your changes?"),
_T("Confirmation"), wYES_NQ wxl CON_QUESTI ON) == wxNO )

return;
Last argument in wxMessageBox functions controls wich buttons and wich image to show in
the dialog.
T T s TR Bl S TEY e W BT RS, T == T = == glglp W TR TN OZE W |

4l

Bx L] aﬁ.pplicatinn.cpp a\fentanas.cpp &}cMainWinduw.cpp* » @ Application.h @ wentanas. b 4
~

s ml ss & ~
[N =1 Evoid cHMainWindow: :OnClose{ wxCloseEventk event ) i
x| 57 @ if (m text->IsModified{)} {

55 if { wxMessageBox{_T("The text has heen modified.yn"

59 "Do you want to discard your changes?"), T{"Confirmation”},

&0 . wxYES NOJwxTCON QUESTION) == wxNO )
th 51 return;
| P S (T O[]

63 event . 3kip() —
v H Confirmation X v
5 < | Chanqges!
= ? y  Thetext has been modified, 5w |

\--/ Do waou want ko discard vour changes?

3) Finally, the editor should also ask before closing the window, so open the designer, select the
main window and add enter “OnClose” for the event “OnClose” in Object Properties panel.
Return to Zinjal and write the following code in OnClose method:

if (m_text->IsModified()) {
if (wxMessageBox(_T("The text has been modified.\n"
"Do you want to discard your changes?"),_T("Confirmation"),
wxYES_NO|wxICON_QUESTION) == wxNO )
return;
}
event.Skip();

OnClose event is called when the user tries to close the window, but before actually closing it.
Note that you must keep the “event.Skip()” line at the end. It tells wxWidgets to proceed with
the event's default action. In this case, the default action is to actually close the window. If the
user answers “No” to the confirmation question, the method returns without reaching the Skip
line. In this situation, the window won't close.
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Improving menu appearance

You can implement a few changes from the designer that will improve your menus without any extra
code. Those changes are: add shortcuts to menu items, add help texts to be displayed in a status, and
add icons for them. Menu items have two kind of shortcuts, the real shortcut wich is a combination of
keys that triggers the menu item action, and a more simple and local one that is the one you use with
Alt key and see as an underlined letter in its text. The first one is defined with “shortcut” property, and
the second one adding an '&' character in “label” property before the letter to be underlined. To display
a help text in status bar when the mouse arrow goes over an item, you need to add an status bar to the
window and enter the text in the menu item's “help” property. Finally, to define an image for the menu
item you can use “file path” property, wich is inside “Bitmap” property, but we won't set images now.

M TinyEdtor |Z| |E| El i

FIEN Help

T Chrl+M
Chrl+L

Save,., Ctrl+3

Exit  Chrix v

Load an existing file From disk
e T : T LENL-roovelIIeln Lolenamer .

1) Open the designer, select the main window and click the first item from “Menu/Toolbar” tab
in Palette. This will add an empty status bar to the window.

2) Select menu items and change its properties as follows:
- For “File” menu, set “name” to “&File”

- For “New” item, set “name” to “&New”, shortcut to “Ctrl+N” and “help” to “Erase the whole
text”.
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- For “Load” item, set “name” to “&Load”, shortcut to “Ctrl+L” and “help” to “Load an
existing file from disk”.

- For “Save” item, set “name” to “&New”, shortcut to “Ctrl+N” and “help” to “Save current
text in a file”.

- For “Exit” item, set “name” to “&New”, shortcut to “Ctrl+N” and “help” to “Closes the
editor”.

- For “Help” menu, set “name” to “&Help”

- For “About” item, set “name” to “&About”, shortcut to “F1” and “help” to “Display license
and credits”.
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Final remarks

As you can see now, developing a simple GUI with wxWidgets and wxFormBuilder is a simple task.
You won't need to write much code to have your windows running, and you can use Zinjal to speed up
even more the whole development process.

To go further you should familiarize with wxWidgets interface. Luckily, wxWidgets has an excellent
reference in html format wich you can access from Zinjal (in Windows version its shipped in the
installer, go to Tools menu->GUI Designer->wxWidgets reference, in Linux you have to download
from wxWidgets site and tell Zinjal where you extract it from Preferences dialog). Also, if you need a
complex example for an specific component you can download wxWidgets sources and explore its
“sample” folder.

If you have mastered this simple example you can explore my other examples. An interesting one is
wxAgenda. It's a simple address book, but it has more windows that communicates between, a grid
(that is a component a little more complex) and the main difference: an object-oriented class model
written in plain standard C++, wich is interface independent. If you have a good set of classes that
solves your problem, connecting them to a GUI should be pretty straightforward, because you only
need a few lines for a translation layer from events and wxWidgets' interface to your classes interface,
but you can avoid writing “business logic” on the GUI side, keeping code clearer and modular. The
only drawback is that this example and it's tutorial are written in Spanish language, but you can read
the code and understand it anyway.
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address book example running

I hope you found this text useful. Find more info and example code in Documents section from
http://zinjai.sourceforge.net
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